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Abstract 

In today’s world, web browsers are used by most everyone daily. Many of us take this 
incredible functionality for granted, and don’t recognize the potential risks that are 
involved with simple internet use. These risks exist in both the browsers and their 
extensions. Google Chrome has cemented itself as one of the go-to browsers for both 
commercial and everyday consumer use. In fact, Google Chrome is currently the most used 
web browser in the world. But with such heavy global use, comes a feeling of false security. 
Just like many applications and browsers that are widely available and free to use, Google 
Chrome has its weaknesses and vulnerabilities. These exist within the browser itself, but 
for the purposes of this research, Chrome’s extensions will be the main focus. This research 
explores the potential risks that are involved in utilizing browser extensions for Google 
Chrome. We will also look at a variety of attacks that extensions can execute, and exactly 
how they work. These attacks aren’t guaranteed to cause malicious behavior, but we will 
also discuss ways of increasing user safety when operating a web browser, and specifically 
browser extensions. The objective of this research is to test a variety of different attacks 
using browser extensions on Google Chrome. By researching and implementing a variety 
of different attacks, authors plan to find where Chrome is susceptible to allowing malicious 
extensions. This research will help to inform browser users of the dangers that exist when 
using extensions, and how threat actors may be deceiving them to perform malicious 
activities on their computers. This research also shows the different vulnerabilities that 
exist within browsers, and demonstrates the privileges that browsers have on a computer. 
It is expected the research output to show that browser vulnerabilities aren’t a one size fits 
all type of attack and also expected some websites to have lower levels of protection 
allowing for poor security against malicious extensions. 
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1 INTRODUCTION 

The problem that we have identified in this research is the significant vulnerabilities that 
browser extensions can exploit [1][2]. The threats we intend to identify are applicable to 
any chrome user who utilizes extensions. According to Google’s 2020 statistics, most users 
have at least one extension installed on their browser, and with over 60% of internet users 
saying they prefer Chrome as their browser of choice, this has massive implications [3]. 
Most users who download an extension assume that they are safe, though this is far from 
the truth. Extensions have significant access to the browser itself, along with limited access 
to the computer they’re installed on [4]. In the world of technology, it’s important to stay 
vigilant when browsing online as there is a constant threat affecting users like school 
students, all the way up to business executives. In order to better protect ourselves when 
using Google Chrome, we must first understand how Chrome can be vulnerable to attacks, 
and what steps we can use to better protect ourselves [5][6].  

With the security of Chrome’s extension coming under fire, several questions need to be 
answered. Initially, we need to know what kind of privileges Chrome provides to its 
extensions. If a malicious extension is installed, the privileges given by Chrome dictate 
how much damage can be done. There’s also the possibility that Chrome could further limit 
the privilege of these extensions to better secure the privacy of its users. Knowing the 
privileges will also give us better insight as to what attacks could be executed with an 
extension alone. But security isn’t all up to the browser [7]. That duty also falls to the 
websites that user’s access. Therefore, websites can choose options to better secure their 
webpages, and decrease the chances that users with malicious extensions could be affected. 
Knowing which popular websites display low levels of security is important to increasing 
the safety of users. Finally, it’s important to understand Google’s policy regarding 
extensions, and discover what more can be done for the benefit of user security. 

The objective of this project is to test a variety of different attacks using browser extensions 
on Google Chrome. By researching and implementing a variety of different attacks, we can 
find where Chrome is susceptible to allowing malicious extensions [8]. The scope would 
entail any type of extension that could be installed in Chrome, with malicious intent. These 
types of extensions can contain a variety of different attack vectors and target many 
different types of websites or machines. Understanding the weaknesses of Chrome is 
important to maintaining a safer browsing experience. As the world of technology is always 
changing, and staying up to date in this field is paramount to security. This research will 
help to inform browser users of the dangers that exist when using extensions, and how 
threat actors may be deceiving them to perform malicious activities on their computers. 
This research also shows the different vulnerabilities that exist within browsers, and 
demonstrates the privileges that browsers have on a computer [9]. We expect the research 
to show that browser vulnerabilities aren’t a one size fits all type of attack. In order to 
successfully exploit a machine, a certain set of circumstances must first be met before an 
exploit is successful [10]. We also expect some websites to showcase lower levels of 
protection allowing for poor security against malicious extensions. 
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2 BACKGROUND 

Chrome’s extension architecture is based on component isolation and privilege separation. 
When it comes to Chrome extensions, it’s a zipped bundle of files that include various 
formats like HTML, CSS, JavaScript, and many more [11]. When talking about extensions 
for Google Chrome, it has three types of components. One of them being content scripts 
that directly interact with web pages. The other being an extension core that interacts with 
the browser. Lastly, an optional native binary that interacts with the operating system [12]. 
The extension core becomes active when either the browser starts or after a user logs into 
their computer provided that the extension has background permission. With an extension, 
it can inject content scripts into web pages loaded by the browser and each page has its 
own instance of an extension’s content scripts. Each content script runs in the same process 
as the web page into which it’s injected. A content script is a part of the extension that runs 
in the context of a particular web page. Background scripts can access all the 
WebExtension JavaScript APIs, but they can't directly access the content of web pages 
[13]. So, if your extension needs to do that, you need content scripts. Just like the scripts 
loaded by normal web pages, content scripts can read and modify the content of their pages 
using the standard DOM APIs [14]. There is only one instance of the extension core per 
extension and the extension’s native binary each run in a separate process. Throughout this 
research experiment, we will implement code for an extension and edit the variables using 
Firebase. Firebase is a product from Google that enables developers to build, manage, and 
grow their apps. No programming is required on the firebase side which makes it easy to 
use its features more efficiently. This real-time database enables users to sync-up 
application data in the cloud and make it available across all devices [15].  

With a browser like Google Chrome, it provides more than 40 API’s for chrome extensions 
[16]. API is known as an application programming interface and it enables companies to 
open up their applications’ data and functionality to external third-party developers, 
business partners, and internal departments within their companies. This allows services 
and products to communicate with each other and leverage each other’s data and 
functionality through a documented interface. Through these APIs, extension cores would 
be able to get real-time status of the browser [17]. An example of this can be seen as the 
list of tabs and running extensions or apps. We also would be able to access and modify 
user’s data, update browser components, hijack or modify arbitrary web requests, and send 
messages to other extensions. Another concept to remember are iframes which would be 
applied later in our experiments. An iframe or inline frame is a HTML element that loads 
another HTML page within the document. It basically puts another webpage within the 
parent page and is usually used for ads, embedded videos, interactive content, and web 
analytics. When the web browser encounters an iframe element, it creates a new HTML 
document environment to load the content within. It takes the code from the referenced src 
or srcdoc and renders it as its own website that is then put entirely within the parent 
browsing page. It is called an inline frame because to the user it is all one web page. The 
child iframe is a complete browsing environment within the parent frame. It can load its 
own JavaScript and CSS separate from the parent. They can also be refreshed and loaded 
asynchronously from the parent site [18]. 
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One of the major security features of Google Chrome’s extension architecture is that the 
capabilities of components are limited based on their type and permissions granted to them. 
One of the high risks associated with extensions are content scripts and how they can be 
exploited by malicious websites because they directly interact with web pages [19][20]. 
Because of this reason, content scripts have the lowest privilege and can only use the APIs 
provided to web pages which are called browser APIs. Browser APIs include JSON, 
HTML5, and XMLHttpRequest APIs. When talking about content scripts, it is only 
accessible through the subset of Chrome APIs that support messaging between an 
extension and its content scripts (chrome.extension API). As previously mentioned the 
capabilities of the extension is limited by its permissions, so for Chrome APIs, browser 
APIs, and access to the web pages are guarded by these permissions [21]. The user is 
notified of these permissions by declaring them in its manifest file. When dealing with 
permissions, there are two main types which are API permissions and host permissions. 
Host permissions specify which pages an extension can inject content scripts and are 
basically a set of URLs. An example of this is when a password manager extension has 
host permission for one site, then it cannot access any other site. When it comes to API 
permissions, the extension core can only access it when it is guarded by permissions if it 
has the corresponding permissions in its manifest [22][23][24]. To add on, gaining access 
to certain Chrome extension APIs and browser APIs are constrained by host permissions. 
An example of this is if an extension does not have host permission to a website like 
http://www.facebook.com or an encompassing permission like “*://*.*”, then it can’t make 
an XMLHttpRequest to http://www.facebook.com or even block a web request to 
www.facebookcom even if it has API permissions webRequest and webRequestBlocking 
[25]. 

3 METHODOLOGY  

In regard to Google Chrome and the extensions that it uses, theft and forgery of user data 
can be a highly rated risk associated with the extensions. Users that use Google Chrome 
have sensitive data like usernames, passwords, social security numbers, and credit card 
numbers which are normally communicated through different web pages [26][27]. There 
are different attack vectors associated with stealing user data. As explained before, 
extensions that are granted permissions to access the pages that contain private and 
sensitive data can also easily steal the data. One of the flaws in Chrome extensions that 
bleed into different attack vectors is the abuse of the ‘http://*/*’ host permission. The most 
common type of permission that extensions are given are the permissions to inject content 
scripts into the websites of Google Chrome. This permission enumerates the pages an 
extension is allowed to access [28][29]. In most cases, the extension’s content scripts are 
allowed to run on any page that is browsed by the user. This permission is denoted with 
‘http://*/*’ and the injected content scripts can read any content on the page, and this 
includes sensitive data from user input, extensions like password managers, and the 
browser itself with its built-in auto form filler. An example of this is when a user visits a 
web page, we can create a malicious extension that would inject scripts into the specified 
page and since they are running in the page’s environment, the scripts would have the 
ability to read from the DOM the password that the user enters. For this malicious extension 
to execute, it needs to be installed and active in the browser at the time the user accesses 



4 

 

the page. Additionally, finding the specific information to extract in the DOM of the target 
website is usually page specific [30][31]. Throughout this experiment, we will focus on 
three main attack vectors which are stealthy attacks using background tabs, stealthy attacks 
using iframes, and forging user data from specific extensions. Some of these attack vectors 
are difficult for users to detect and some require fewer permissions which may be difficult 
to attack as well. 

3.1 STEALTHY ATTACKS USING BACKGROUND TABS 

In relation to stealthy attacks using background tabs, there are at least two different 
methods in which to open or redirect a tab to target websites that do not require additional 
permissions beyond the “http://*/*” host permission. This means that the tab permission is 
not required. The first method in using background tabs is to redirect an inactive tab to the 
target web page and from there the extension can steal the sensitive data and later, redirect 
the tab to the original website. As shown in the figure 1, in detail, by calling 
‘chrome.tabs.query’ which is the queryInfo where the queryInfo’s active flag is set to false, 
an extension can get the list of inactive tabs [32].  

 
Figure 1: QueryInfo’s Active Flag Set to False 

 
From there, the query can then be further restricted to tabs that are open in the background 
windows by setting the queryInfo’s currentWindow field to false. From there, the extension 
may be able to use ‘chrome.tabs.update’ to redirect the tab. A user may be able to do this 
because the tab API methods are not considered sensitive to Google Chrome, and this 
allows the extension to not claim the tab permission in its manifest. This is considered a 
stealthy attack because the only way of noticing the attack is when the tab icon redraws 
when a different page is loaded [33]. The other method in using the ‘chrome.tabs.query’ to 
find out whether or not a tab is visible when using the Windows API. The Windows API 
can determine which browser windows are currently focused on. For example, there could 
be a browser window open at the foreground or have the pointer hovering over the windows 
browser which would enable a malicious extension to launch attacks only when the user is 
using an application other than the browser. This is sort of a workaround in not requiring 
the extension to have any permissions. The implementation of stealthy attacks in stealing 
information can be seen later when it comes to forging user data. 

about:blank
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3.2 STEALTHY ATTACKS USING I-FRAMES 

Another stealthy attack vector when dealing with Chrome extensions is to use iframes. This 
is done by loading extensions into iframes which could be placed in background tabs or to 
make them unnoticeable or hidden to users by making the iframes fully transparent or 
displaying them at a very small size. Stealthily attacking web pages with iframes can be 
done in two methods [34][35]. The first method deals with modifying the DOM and the 
autofill feature. For example, when an extension’s content script is running on a page, the 
extension can modify the DOM of that page to create a new iframe by executing 
“document.write(“<iframe src=\"http://target.com\"> </iframe>");”. After executing, the 
page (target.com) is then loaded in the iframe and the autofill feature or a password 
manager extension would automatically fill in the credentials or content needed for 
‘target.com’. In order to read the content inside the iframe, an extension needs to have host 
permission to the iframed page as well as the ‘all_frames’ option specified in its manifest. 
With the addition of the ‘all_frames’ option, it causes no warning to be shown to the user 
on installation.  

The other method that deals with iframes takes an even stealthier approach [36]. In this 
example, by having host permission to the specific page loaded in the tab, an extension has 
a content script running in the same tab that doesn’t contain the target page. With this, the 
extension can then create an iframe and load the target page similar to the previous method. 
This then allows Chrome to use its autofill functionality or a password manager’s ability 
to fill content for the target page. After this, the extension would be able to take a screenshot 
of the page that is running and it would include the auto filled content. This method is used 
to steal information in plain text like credit card numbers, usernames, date of births, etc. In 
order to make the iframe stealthier than the previous attack, we could make the iframe 
meticulously transparent. Another option instead of making the iframe transparent is to 
change the size of the iframe in making it really small, so that the user would not be able 
to notice it. We can make the iframe show a single character at a time and move the field 
of view character by character until the data has been captured by using 
‘frame.contentWindow.scrollTo(xcoord,ycoord)’. As shown below in figure 2 and figure 
3, we were able to hide an iframe on a target user's reddit page with the help of the malicious 
extension and it provided us with the login credentials which would help us find more 
information like addresses.  
 

 
Figure 2: Reddit Page with Transparent iframe on the Bottom 



6 

 

 
Figure 3: Reddit Page with Visible iframe on the Bottom 

Occasionally, sensitive information like login credentials are only available after the user 
has logged into the target page. In order to get sensitive information, the extension has to 
mount the attack after the user has logged in but before the user’s session expires. One of 
the ways that a malicious extension can detect the user has recently logged in is in the case 
where extensions have host permission to the designated page because it can observe the 
loading of the login page [37][38]. To add on, other permissions given to the extension like 
viewing the history of the browser and web Requests also lets the extension know that the 
user had recently logged in. Some of the limitations for these attack methods to work is 
that the data has to be in plain text. Furthermore, the websites that would be able to 
implement in an iframe does not include some of the top websites like Facebook, Twitter, 
and Amazon. Another limitation in these two methods dealing with iframes is that the user 
must enable or click on the malicious extension’s icon in Google Chrome in order for the 
malicious extension to run or execute. Moreover, the user must already be on the website 
that the malicious extension plans to extract information. 

3.3 FORGING USER DATA 

The last attack vector in dealing with Chrome extensions relates to forging user data or 
web requests from the extensions itself so that it would appear it came from the user 
[39][40]. From a malicious extension, it can gather information on the user. It could even 
log into the targeted website and access the information like addresses or transaction 
history provided that the user is logged in as well. The amount of information or data that 
can be extracted also depends on the implementation of the website’s login process itself. 
In most cases, it would be difficult if the website has two factor authentication. Figure 4 
shows an example of how an extension can take the autofill information and translate it for 
us.  

 
Figure 4: Target Login Page 
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Figure 5: Console View of Captured Credentials 

 
As seen in the figure 5 above, the malicious extension was able to log in to “Target.com” 
with the identity of the user whose username and password have been auto-filled by the 
browser or a password-manager extension. With this malicious extension, more damage 
can be done than just taking the username and password. One of them includes data 
integrity attacks when changing passwords since we can modify the extension to log in 
with an incorrect password forcing the user to be locked out. To add on, we can further the 
damage by making the user reset the password since the old password wouldn’t work and 
in turn, it would create an opportunity to get the answers for the password reset questions 
which could be then used for other websites of the user. Lastly, we would also be able to 
change banking operations such as transferring money with the login credentials. Another 
implementation of forging user data is through page captures where it would show us 
captured information of all the sites the user would visit. This is considered a big threat 
because whatever website the user visits, the attacker would be able to gain information 
and use it for malicious purposes. Figure 6 illustrations an example of the implemented 
code and how the extension would capture the webpage and provide the attacker the 
information.  
 

 
Figure 6: Extension Code for Screen Capturing 
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Figure 7: Application of Screen Capture with Malicious Extension 

According to the figure 7 above, the page on the right shows the target’s page and the 
websites that we would want to capture, whereas the page on the top right shows the 
Firebase console and the page on the bottom right shows a small gallery that is built on top 
of the Firebase console. With this, we can see that whatever website the target user visits, 
we would be able to capture the information and use it for malicious purposes as mentioned 
before. 

4 RESULTS 

From the attacks that we tested, there was a variety of success across the board. This was 
expected however, as we originally hypothesized that attacks would vary in their success 
rate and method. For the results, we’ll go through each of the three attacks that we 
previously mentioned to see how successful each one was. 

As far as the background tab attack, we expected this to be a go-to attack because of how 
straight forward it is. The development is simple as extensions using this attack have been 
around for a long time and aren’t anything groundbreaking. Because of this, many of the 
extensions we wanted to test had already been banned due to being reported for this type 
of malicious activity. However, several extensions still exist out there that contain one of 
the attacks we plan to discuss in this project. Regarding our first kind of attack, the attack 
is pulled off by first checking a series of requirements for performing the attack. The attack 
takes place by finding tabs that Chrome has running in the background, and then gathering 
data like login information from those tabs without the user knowing. The malicious 
extension must first determine if Chrome has the “queryInfo active” flag. If the flag returns 
false, then the attack can continue. If the flag returns true, then the background tabs won’t 
update, showing the information that the attacker is looking for.  
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 Figure 8: Malicious Extension with “QueryInfo Active” Flag 

 
As shown on the figure 8, just by looking through the source information on a given 
website, we can see critical information about the options for that site. For most of the 
testing, we used popular websites, in this case Youtube.com. By checking the query flags, 
we can see that search queries on this website are hidden. This helps to hide information 
like search results from other tools like extensions. In this case, an extension without 
having a direct view of the window, wouldn’t be able to collect search queries on this site. 
  
The downside of attacks using background tabs is the stealth element. The extension must 
first look to see if the tab is in the background, and then choose to start updating the tab 
using requests. This method is based on assuming the user can’t see the tab since it’s being 
covered by something else on the screen. However, obviously this isn’t always the case, 
and stealth is a major downside for this kind of attack since in some cases it’s easy to get 
caught. Because of that, we regard this attack as one of the most popular because of its 
simplicity and widespread use, however far from the most effective. 
  
The next attack we investigated, was a far stealthier attack using iframes. The major 
advantage here is the ability to access information in a similar fashion with far less chances 
of the user noticing. This is done using iframes, which resemble small windows that can 
be opened separate from the original Chrome tab. The advantage here is the flexibility that 
these windows have. Just like a regular tab, these frames can request web pages and display 
data. However, these iframes can be altered to be extremely small, so that the user doesn’t 
see them, or even transparent. Because of this increased functionality, this kind of attack 
can be much more effective than utilizing background tabs. The methods of how this attack 
works remain relatively the same. Within this iframe, the attacker can use the extension to 
take screenshots and record information shown in these frames. Strangely enough, the 
success rate for this attack was the same for our previous type of attack. In fact, these use 
similar attack vectors making the attacks almost interchangeable. This would explain why 
the simple background tab attack is so rare now, since it’s been replaced by something with 
higher stealth, and the same success rate. 
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Looking at our final attack utilizing forged user information, we saw different results than 
expected. This type of attack has a guaranteed success rate if completed correctly, but it 
must be completed under specific circumstances. For this type of attack, the attacker simply 
uses stolen data to access restricted websites using login credentials. The extension is only 
a piece of spyware designed to look at what the user is doing, and any chrome extension 
you download would have this possible functionality. After seeing the user login, the attack 
would record the inputs they saw, and mimic those inputs later when they wanted to gain 
access. After digging through website HTML, and doing research on internet security, we 
were unable to find any flag options that would prevent this. The downside is the length of 
time an attack might have to wait before the user decides to login to something personal 
like social media or a bank account. Finding an existing chrome extension that performs 
this kind of attack was simple. There is plenty of documentation online giving links to 
malicious extensions for research purposes. Below was one that we found almost instantly.  
 

 
Figure 9: Chrome Extension with VK Tik-Tok Instagram Downloader  



11 

 

 
Figure 10: Chrome Privacy Practices 

 
As you can see in the figure 9, the extension describes itself as a tool that can download 
videos from Tik-Toc and Instagram. And upon examining the privacy practices shown in 
the figure 10, we can see that it claims not to sell or collect any personal data for malicious 
purposes. However, looking at every other Chrome extension available on the Google 
store, we found that every single one has this exact same private policy page. This suggests 
that in order to even publish an extension, the contents of this page must be true. However, 
extensions are added to Chrome all the time, and Google doesn’t have the resources to 
filter through each one, so developers can simply lie and claim their product to be harmless. 
Upon looking into the reviews, we found following as shown in the figure 11. 
 
 

 
 Figure 11: User Review 

It’s clear that this was a malicious extension, intended to steal password data for websites. 
The comment warns other users not to download this, as their accounts could get banned. 
These extensions exist all over the Google store, and when installing extensions, it’s 
important to understand what you’re downloading, before you download it. 
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5 CONCLUSION 

Google Chrome’s browser extensions can be either useful or malicious depending on the 
extension downloaded and applied. We have seen so far the capability of malicious Chrome 
extensions and the extent to what is available in terms of attack vectors in Google Chrome. 
We had tested out different ways in which a malicious extension can steal users’ sensitive 
data, track their behavior, and forge their input. Even though these malicious extensions 
are not as popular as other extensions and would not be easily installed by a user willingly, 
many published extensions still have sufficient privileges to carry out these attacks. A 
benefit to our approach is that we were able to extract more information than expected from 
targeted websites. Furthermore, we were able to showcase different attack vectors with 
simple code to steal user information. Lastly, we were also able to steal this information 
discreetly without the awareness of the targeted user. The downside to our approach is that 
we were testing the implementations of these malicious extensions by installing them 
ourselves and executing them. If it were to apply to practical situations, then we would 
have to figure out a method in getting the user to install the extension willingly by 
themselves or we would have to install it on their Chrome browser. To add on, the 
implications of the extension would be stated on the extension’s details and if the user were 
to read it and have an understanding, then they would be neglected to install the extension.  

When installing an extension on Google Chrome or any browser, it is always suggested or 
required to read the extension details and see the permissions that are allowed for the 
extension. Moreover, Chrome also verifies and declares what privacy practices the 
extension would follow, and it would be necessary to read them if one wanted their 
browsing secure with the installed extensions. Figure 12 shows an example of the privacy 
practices for the extension Google Translate.  
 

 
Figure 12: Privacy Practices of Google Translate Extension 

 
Another method in ensuring that no malicious extension is installed is to enable Google 
Chrome’s Enhanced Safe Browsing feature which is easily enabled by going to the 
browser’s security settings, where one would discover three different degrees of protection 
being enhanced protection, standard protection, and no protection. 



13 

 

6 FUTURE WORKS 

In the future we would attempt to see if the same attack vectors can be used across different 
web browsers like Mozilla Firefox and Safari. Through research, we found that different 
browsers have different methods in implementing their extensions. With this, we would 
like to test out how the attack vectors would work for these specified browsers. We would 
also delve into more attack vectors for Google Chrome itself. There are several different 
attacks that we could still attempt in order to steal user information. Some of them include 
implementing a key-logger or cross-site scripting. In addition to discovering more attack 
vectors, we would also like to figure out a method in making the user download or install 
the malicious extension willingly and without full awareness of its capabilities even after 
reading the details of the extension. 
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